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The Spring Rule Set

Linking Bean Specification to Class Declaration
This section describes how to link bean specifications to Java types. There are three options for linking
beans, depending on their properties.

For all Spring Bean Specifications (SIOCBean) b, do the following:

Option 1: Constructor-Based Bean

If the b.class is set, the b.factoryBean is not set, and b.factoryMethod is not set, we have a “constructor-
based bean specification”, that is, the Spring framework normally uses a constructor method directly
inside a given class to instantiate this bean (an exception to this rule is a FactoryBean subtype, see
below).

To link such a bean specification, we have to find a ClassDeclaration t in Java such that the value
retrieved from “Get Fully Qualified Name” (with t) matches the value of b.class.

If we do not find such a t, we report an error for b that “No corresponding Java type”.

If we find such a t, we have already found the correct class. We have to check whether this class
implements the interface FactoryBean, though —in this case, not the constructor, but the return type of
the getObject() method is used.

Option 1-1:
If “Subytping” reports true (with t and ft) --- ft having been retrieved with “Get Type For Name” (with
“org.springframework.beans. Factory.FactoryBean”)), then:

We link b to t as the “FactoryBean Class”.

We try to find a MethodDeclaration md in t.bodyDeclarations where
e md.name == “getObject”
e count(md.parameters) ==0

If we find such an md, we have a valid FactoryBean-based implementation: We link b to md.type.type
actT as the “Bean Class”. We continue with:

e “Linking the Bean Attributes” (with b and actT —i.e., the actual bean type)
e  “Linking bean properties” (with b and t —i.e., the factory class)

If we do not find such an md, we report an error for b (“FactoryBean-based bean without getObject()”).

Option 1-2:
Else: The type t is not FactoryBean-based, so we link t to b as the “Bean Class”.

We then check the constructor in the bean as described in the following text box:

Option 1-2-1
The count is null of SIOCConstructorArg instances in b.valuedElements.

In this case, there are two options:
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Option 1-2-1-1

t.bodyDeclarations does not include an instance of ConstructorDeclaration, i.e. there is no declared
constructor. In this case the Java default constructor is available, all is fine, but we cannot link
anything. We add an informational report.

Option 1-2-1-2
There is at least one ConstructorDeclaration in t.bodyDeclarations. In this case, we have to find a
ConstructorDeclaration cd in t.bodyDeclarations where there are count(cd.parameters) ==

In this case, we link cd to b (“Constructor”).
If we cannot find such a cd, we report an error for the bean (“no constructor found”).

Option 1-2-2
The count is not null of SIOCConstructorArg instances in b.valuedElements. In this case, the
parameters must match.

For each ConstructorDeclaration cd instance in t.bodyDeclarations, we check that the conditions as
described in “Linking Spring Constructor Arguments to Method Parameters” (with
SIOCConstructorArgs in b.valuedElements as well as cd.parameters) hold.

If we find one, we link the constructor to the bean.
Else, we report an error for the bean (“no constructor found”).

We also continue with:

e “Linking the Bean Attributes” (with b and t)
e “Linking bean properties” (with b and t)

Option 2: Factory-Method Based Bean

If the b.class is set, and b.factoryMethod is set, but b.factoryBean is not set, we have a “factory-method
based bean specification”, that is, the Spring framework uses a static method to retrieve the actual Java
class instance corresponding to this bean.

To link such a bean specification, we try to find a TypeDeclaration factT in Java where the name reported
by “Get Fully Qualified Name” (with fact) matches the value in the b.class.

We already link factT to b (“Factory Class”). If we cannot find such a class, we report an error (“Factory
Class not found”);

To find the bean class, we must look further: We try to find a MethodDeclaration md in
factT.bodyDeclarations where

e md.name exactly matches the value of the b.factoryMethod
e md.modifier.static is set to true,

e md.returnType.type is not a primitive type, that is, not an instance of PrimitiveTypeXXX — which
includes PrimitiveTypeVoid.

Due to overloading in Java, there might be multiple such methods (MethodDeclaration md). We thus
need to check that the parameters match according to “Linking Spring Constructor Arguments to
Method Parameters” (with SIOCConstructorArgs in b.valuedElements as well as md.parameters).
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If we were not able to find such an md, we report that we could not find the “Factory Method” for the b,
and stop here.

If we have found such an md, we link md to b as the “Factory Method”.

We also get md.returnType.type t. Again, the same logic regarding FactoryBean applies, i.e. there are
two options for linking:

Option 1:

If “Subytping” reports true (with t and ft) --- ft having been retrieved with “Get Type For Name” (with
String “org.springframework.beans. Factory.FactoryBean”)), then:

We link b and t (“FactoryBean Class”).
We find, in t.bodyDeclarations, a MethodDeclaration md2 where

e md2.name == “getObject”

e count(md2.parameters) == 0.

If such an md2 is found, we use md2.returnType.type as finalT and we link b and finalT (“Bean Class”).
We continue with

e “Linking the Bean Attributes” (with b and finalT)

e “Linking bean properties” (with b and t — the FactoryBean instance)

If we do not find such an md2, we report an error (“FactoryBean-based bean without getObject()”).
Option 2

Else (i.e. we do not have a FactoryBean instance):

We directly link t to b as the “BeanClass”.

We continue with the following:

e “Linking the Bean Attributes” (with b and t)

e “Linking bean properties” (with b and t)

Option 3 (Factory-Bean based Bean)

If the b.class is not set, but b.factoryMethod is set and b.factoryBean is set, we have a “factory-bean
based bean specification”, that is, the Spring framework uses a polymorphic method in another bean to
retrieve the actual Java class instance corresponding to this bean.

To link such a bean specification, we first need to get the bean referenced in the factoryBean property of
b. If this bean has not already been linked with the description above (“Linking Bean Specification to
Class Declaration”), this needs to be done first. If it does not work out, we cannot continue linking. We
add a warning report here.
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Now, we need to find the referenced factory method within the TypeDeclaration c linked to b. Thus,
inside of the c.bodyDeclarations, we try to find a MethodDeclaration md where:

e md.name exactly matches b.factoryMethod

e md.returnType.type is not a primitive type, that is, not an instance of PrimitiveTypeXXX — which
includes PrimitiveTypeVoid.

Due to overloading in Java, there might be multiple such methods (MethodDeclaration md). We thus
need to check that the parameters match according to “Linking Spring Constructor Arguments to
Method Parameters” (with SIOCConstructorArgs in b.valuedElements as well as md.parameters).

If we were not able to find such an md, we report that we could not find the “Factory Method” for the b,
and stop here.

If we have found such an md, we link md to b as the “Factory Method”.

We also get md.returnType.type t. Again, the same logic regarding FactoryBean applies, i.e. there are
two options for linking:

Option 1:

If “Subytping” reports true (with t and ft) --- ft having been retrieved with “Get Type For Name” (with
String “org.springframework.beans. Factory.FactoryBean”)), then:

We link b and t (“FactoryBean Class”).
We also find, in t.bodyDeclarations, a MethodDeclaration md2 where

e md2.name == “getObject”

e count(md2.parameters) == 0.

If such an md2 is found, we use md2.returnType.type as finalT and we link b and finalT (“Bean Class”).
We continue with

e “Linking the Bean Attributes” (with b and finalT)

e “Linking bean properties” (with b and t — the FactoryBean instance)

If we do not find such an md2, we report an error (“FactoryBean-based bean without getObject()”).
Option 2

Else (i.e. we do not have a FactoryBean instance):

We directly link t to b as the “BeanClass”. We continue with the following:

e “Linking the Bean Attributes” (with b and t)

e “Linking bean properties” (with b and t)

If none of the three options above hold true, we add a warning for b.
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Linking Spring Constructor Arguments to Method Parameters

This section handles comparing a list of SIOCConstructorArg elements springArgs with a list of
SingleVariableDeclaration elements javaArgs. The goal here is to see whether the
SIOCConstructorArgument artifacts match the SingleVariableDeclaration artifacts (and thus, the Method
or Constructor matches) — and if all of them match, link those artifacts.

Depending on the number of constructor argument artifacts and the number of single variable
declarations, we have two options:

Option 1

If the number of elements in springArgs and the number of elements in javaArgs is different, there is no
match.

Option 2

On the other hand, if the number is the same, we have to check the individual elements (except if both
lists are empty obviously). So, for each of the elements in springArgs ca we check the following: How ca
is linked depends on its properties “index”, “name”, and “type”:

Option 2-1 (Implicit Index)

If none of the three properties is set, we assume that the linking is done in-order and thus proceed with
the current element number as the index (Option 2-2).

Option 2-2 (Index)
If the index property is set, then we refer to the parameter by number. That is, we must find a
SingleVariableDeclaration svd in the javaArgs where

e theindex of svd is the same as ca.index

e The type of the injected element within ca must match the type of svd, as discussed in “Type
Checking Injected Elements” (with ca.value and svd.type.type).

Option 2-3 (Name)
If the name property is set, then we refer to the parameter by name. That is, we must find a
SingleVariableDeclaration svd in javaArgs where

e svd.name equals ca.name

o The type of the injected element within ca must match the type of svd, as discussed in “Type
Checking Injected Elements” (with ca.value and svd.type.type).

Option 2-4 (Type)
If the type property is set, then this property refers to a Java type (by referencing its fully qualified
name). Thus we must find a SingleVariableDeclaration svd in javaArgs where

e svd.type.type == Type with qualified name in ca.type

e The type of the injected element within ca must match the type of svd, as discussed in “Type
Checking Injected Elements” (with ca.value and svd.type.type).
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If, for each artifact, the options show success, we link the pairs of SIOCConstructorArgument and
SingleVariableDeclaration (“Factory Parameter”) and report success.
If not, we return false.

Linking the Bean Attributes

This section describes how to link the direct properties of a bean specification. This only makes sense if a
bean specification b has been successfully linked to a TypeDeclaration t.

A bean specification may have none, one or two of the properties “init-method” and “destroy-method”
set. These properties point to methods of the linked TypeDeclaration t.

Option 1: Init-Method property is set

So, if the init-method property is set we must find a MethodDeclaration md in t.bodyDeclarations :
e name property has exactly the same value as b.init-method
e md.parameters list is empty (no parameters)
e md.returnType.type is an instance of PrimitiveTypeVoid (no return type)

If we find such an md, we link the init-method property to this md (“Init Method”).
Else, we report an error for the init-method on b (“Init Method Not Found”).

Option 2: Destroy-Method property is set
Likewise, if the destroy-method property is set, we must find a MethodDeclaration md in
t.bodyDeclarations :

e md.name equals b.destroy-method

e md.parameters list is empty (no parameters),

e md.returnType.type is an instance of PrimitiveTypeVoid (no return type)

If we find such an md, we link the destroy-method property to this md (“Destroy Method”).
Else, we report an error for the destroy-method on b (“Destroy Method Not Found”).

Linking Bean Properties

This section describes how to evaluate and link SIOCProperty artifacts to artifacts in Java. This depends
on the parent SIOCBean b of p having already been linked to a TypeDeclaration td before.

For all SIOCProperty instances p (from b.valuedElements), we try to find either a matching
MethodDeclaration or a (FieldDeclaration-based) VariableDeclarationFragment inside td. This includes
methods and fields defined in possible super classes: Using “Retrieving Inherited Body Declarations”
(with td), we arrive at a list | of all BodyDeclarations visible in td.

Option 1: We try to find a MethodDeclaration md instance in the list | such that:

e md.returnType.type is instance of PrimitiveTypeVoid

e count(md.parameters)is 1
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e If p.value (SIOCInjectedValue) val set: the type of val matches the type of the parameter md.
parameters[0].type.type t, as discussed in “Type Checking Injected Elements” (with val and t).

e md.name is equal to the concatenation of “set” + the first-letter-uppercased version of p.name.

Option 2: If we have not found such an md, we try to find a FieldDeclaration fd in | such that:

e If p.value (SIOCInjectedValue) val is set: the type of val matches the type fd.type.type t, as
discussed in “Type Checking Injected Elements” (with val and t)

e Find a fragment frag in fd.fragments whose frag.name is equal to p.name.

If such an md is found, we link p and md (“Setter Method”). If such a frag is found, we link p and frag
(“Bean Property”). Else, we report an error for p (“No Method or Field found for Property”).

Type Checking Injected Elements

This section describes how to check the type of a SIOCInjectedValue value element from Spring against a
Type t from Java.

This check relies on the fact that there are only a limited number of subclasses of SIOCInjectedValue
which are simply enumerated. Thus, we evaluate the actual type of the SIOCInjectedValue.

Option 1 (List)
The value is of type SIOCList. In this case:

e Option 1: if the tis instance of ArrayType, report true.
e Option 2: Else check whether “Subtyping” (with t and ct), where ct is taken from ”Get Type For
Name” (with “java.util.List”), is true.

Option 2 (Set)
The value is of type SIOCList. In this case:

e Option 1: if the tis instance of ArrayType, report true.
e Option 2: Else check whether “Subtyping” (with t and ct), where ct is taken from ”"Get Type For
Name” (with “java.util.Set”), is true.

Option 3 (Map)

The value is of type SIOCMap. We report whether “Subtyping” (with t and ct), where ct is taken from
“Get Type For Name” (with “java.util.Map”) is true.

Option 4 (Properties)

The value is of type SIOCProperties. We report whether “Subtyping” (with t and ct), where ct is taken
from “Get Type For Name” (with “java.util.Properties”) is true.

Option 5 (Value / Null)

The value is of type SIOCSimpleValue or SIOCNull. In this case, we refrain from checking the result
further to prevent having to decide on the actual type of SIOCValue. We report true. This could be
extended in the future.
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Option 6 (Inner Bean)

The value is of type SIOCBean. In this case, we have a nested inner bean which we need to resolve first
using the rules laid down in “Linking Bean Specification to Class Declaration”, yielding type c. If not
successful, we report false. We also (helpfully) add a warning for value. Else, we report whether
“Subtyping” (with c and t) reports true.

Option 7 (Bean Reference)

The value is of type SIOCBeanReference br. That is, a bean is referenced, either directly or through one
or more aliases. Thus, we first find the actual bean through one or more SIOCAlias in br.reference
(transitively). When we finally get to a bean refBean, it must be resolved to a Type c using the rules laid
down in “Linking Bean Specification to Class Declaration”. If not successful, we report false and also
report a warning for value. Else, we report whether “Subtyping” (with c and t) reports true.

Get Fully Qualified Name

Given a TypeDeclaration t:
To find the fully qualified name of a type, we take the string from the name property of t.

Option 1: If t.package is set and points to a PackageDeclaration d, we prefix the string with “.” and the
string in name of t.package. We recursively continue with d.package, prefixing names with “.”, until we
reach the top (i.e. .package is not set)

Option 22: Else we directly return the string from the name property.
Subtyping
Given two Type instances sub and super:

Return true if sub is a subtype (or the same type) as super. Thus, if sub==super, return true. Else, repeat
recursively for

e Option 1: sub.superClass, or, if not successful,
e Option 2: for all elements in t.superinterfaces.

If all fails, report false.

Retrieving Inherited Body Declarations

Given a Type type:

If type is an instance of ClassDeclaration, we need to recurse to type.superClass until we reach a non-set
superclass. In each step, we add all elements from type.bodyDeclarations to a list. The list is returned. If
type is not an instance of ClassDeclaration, we simply return type.bodyDeclarations.

Get Type For Name

Given a fully qualified name in a String s:

Find a TypeDeclaration t in the Java model where the name reported by “Get Fully Qualified Name”(for t)
matches s.
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The Hibernate Rule Set

Linking Entity References to Class Declarations

In this section, we link HQLEntityReference artifacts on the HQL side to Java ClassDeclaration artifacts
with an Entity annotation on the right-hand side. HQLEntityReference is an abstract artifact which has
two known concrete subclasses: HQLNamedEntityReference and HQLInferredEntityReference,
corresponding to the two cases discussed above.

Thus, for each HQLEntityReference er:

Option 1

If er is an HQLNamedEntityReference, we attempt to find a ClassDeclaration cd on the Java side where
e er.name matches cd.name
e we try to find an Annotation artifact a inside of cd.annotations where
0 a.type.type is an AnnotationTypeDeclaration t

0 “Get Fully Qualified Name”(with t) matches “javax.persistence.Entity”

If we find such a ClassDeclaration cd, we link cd to er (“Entity Class”).
Else, we report an error for er (“No corresponding Java entity”).

Option 2

If er is a HQLInferredEntityReferences we process the expression ex linked in er.whereFrom according to
“Linking Attribute Accesses to Java Elements” (with ex). If the expression could be linked, we get an
instance of VariableDeclarationFragment frag linked to the expression.

If no fragment has been found, we report an error for er (“No corresponding Java entity”).

Otherwise, we get the type t of frag (which resides in frag.variablesContainer.type.type). This may be a
standard Java type, or one of the collection types, in which case we are talking about a many-valued
association. In this case, we do not want to link the container type, but the type parameter.

Thus, what we link depends on the type of t:

Option 2-1
We check whether “Subtyping” (with t and ct), where ct is taken from “Get Type For Name” (with
“java.util.Collection”), is true.

If so, we link er to the one (and only) TypeParameter of t as type to be linked, i.e.
t.typeParameters[0].type (“Entity Class”)

Option 2-2
Else, we link er and t (“Entity Class”)
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Linking Attribute Accesses to Java Elements

This section describes how to link HQL HQLAttributeAccess artifacts. This is done in two contexts:

a) This section is referenced from another section for a specific instance of an HQLAttributeAccess
(taken from a HQLInferredEntityReference). We refer to this single given HQLAttributeAccess as
ref.

b) We also use this section independently for all HQLAttributeAccess artifacts ref found in the
model which are part of an expression within a WHERE clause, and whose “Parent” (with ref) is
neither an instance of HQLInferredEntityReference nor an instance of HQLAttributeAccess (i.e.
we only start with top-level references).

To resolve ref we have to proceed recursively (due to the qualifier property). We start by checking (and
resolving) the artifact in ref.qualifier q to a VariableDeclarationFragment frag and its type, which is a
ClassDeclaration cd.

Option 1

If q is, again, an instance of HQLAttributeAccess, we resolve this reference to a
VariableDeclarationFragment frag recursively — that is, see again “Linking Attribute Accesses to Java
Elements” (with q).

There are two options for the type of frag in frag.variablesConainer.type.type t.

Option 1-1
If “Subtyping” (with t and ct), where ct is taken from ”"Get Type For Name” (with “java.util.Collection”), is
true, we retrieve cd from frag.variablesContainer.type.type.typeParameters[0].type.

Option 1-2
Else, cd is taken from frag.variablesContainer.type.type.
Option 2

If g is an instance of HQLIDReference, we get the HQLIdentificationVariable var present in ref.reference,
and furthermore the HQLEntityReference entref present in var.entity.

We now link entref as discussed in “Linking Entity References to Class Declarations”. If this link is
successful, we now have access to the linked ClassDeclaration cd for further type checks. If there is no
linked cd, we cannot continue here and report a warning for ref that the root reference cannot be linked.

Option 3

If g is an instance of HQLImplicitEntityAccess acc, we directly get the entity from acc.entity . We now link
HQLImplicitEntityAccess as discussed in “Linking Entity References to Class Declarations”. If this link is
successful, we now have access to the linked ClassDeclaration cd for further type checks. If there is no
linked cd, we cannot continue here and report a warning for ref that the root reference cannot be linked.

Now that the qualifier is resolved and we have access to a ClassDeclaration cd instance, we proceed to

linking the attribute reference to a field in this class and, possibly, superclasses. Thus, using “Retrieving
Inherited Body Declarations” (with cd), we arrive at a list | of all BodyDeclarations visible in cd.

We try to find a FieldDeclaration artifact fd inside | such that

10
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0 We try to find a VariableDeclarationFragment frag inside fd.fragments such that
frag.name is equal to ref.name.

If we cannot find such a frag, we issue an error for ref (“No corresponding attribute”).
Else, we link ref and frag (“Entity Attribute Reference”); frag stays available for further linking.

Get Fully Qualified Name

Given a TypeDeclaration t:
To find the fully qualified name of a type, we take the string from the name property of t.

Option 1: If t.package is set and points to a PackageDeclaration d, we prefix the string with “.” and the
string in name of t.package. We recursively continue with d.package, prefixing names with “.”, until we
reach the top (i.e. .package is not set)

Option 22: Else we directly return the string from the name property.

Subtyping

Given two Type instances sub and super:

Return true if sub is a subtype (or the same type) as super. Thus, if sub==super, return true. Else, repeat
recursively for

e Option 1: sub.superClass, or, if not successful,
e Option 2: for all elements in t.superinterfaces.

If all fails, report false.

Parent

Given an object obj in one of the language models:

In EMF, the parent always resides in the eContainer property, which is non-null except for the root
element. Thus, return obj.eContainer.

Retrieving Inherited Body Declarations

Given a Type type:

If type is an instance of ClassDeclaration, we need to recurse to type.superClass until we reach a non-set
superclass. In each step, we add all elements from type.bodyDeclarations to a list. The list is returned. If
type is not an instance of ClassDeclaration, we simply return type.bodyDeclarations.

11
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The Android Rule Set

Linking Layout References to Layouts

This section describes how to link a layout reference (in the form of a MethodInvocation) from the Java
model to a LayoutFile f in the Android model. Depending on the type of the method invoked, the
LayoutFile is additionally linked to either a ClassDeclaration or a VariableDeclaration.

For all MethodlInvocation mi in Java (and the invoked method mi.method md), we have one of two
principal options for linking. Each of these options depends on a rather large number of prerequisites. If
the prerequisites do not hold true, the mi is ignored.

Option 1
If

e |f md.name is “setContentView”, and
e md.abstractTypeDeclaration is of type ClassDeclaration (called cd)

e “Get Fully Qualified Name” (with cd) is either “android.app.Activity” or “android.view.Window”
or “android.app.Dialog”

then we have found an interesting method declaration which declares a layout for a whole class. We still
need to check whether the parameter of this method call carries a readable layout identifier for us.

This is the case if
e there is one argument (count(mi.arguments) = 1),
e mi.arguments[0] is of type SingleVariableAccess (called acc)
e acc.qualifier is of type TypeAccess ta,
e ta.type is a ClassDeclaration with a name of “layout”,
e ta.qualifier is of type TypeAccess ta2,
e ta2.typeis a ClassDeclaration with a name of “R”.

The “layoutname” we were looking for is acc.variable.name. If we have found such an mi, this is an
“interesting mi” and we want to find a LayoutFile in Android with the same name (+”.xml”) as the
“layoutname” identified above. If there is no readable layoutname, we issue a warning report to this mi
that the mi was not checked.

We use “Finding a Layout given a Name” (with layoutname) to look for this LayoutFile f.

If we have found one, we link mi and f (“Referenced Layout”).
Else, we report an error for mi (“Referenced Layout Not Found”).

Each setContentView() call might be either called on a variable, or on the current instance of a class
(“this”, or no qualifier). In preparation of checking widgets later on, we need to link the element to which
the layout applies, which is either a variable or a class declaration.

12
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Option 1-1

If mi.expression ex is not set or is an instance of ThisExpression, we link the ClassDeclaration lcd the mi
is defined in, which we find with “Get First Parent Of Type” (with mi and the metaclass
“ClassDeclaration”), to the layout file f (“Referenced Layout”)

We continue with “Checking Widget References to Widgets in a Layout” (with lcd and f).

Option 1-2
If mi.expression ex is an instance of SingleVariableAccess, we link the VariableDeclaration vd which is
found in ex.variable to the layout file f (“Referenced Layout”).

We continue with “Checking Widget References to Widgets in a Layout” (with vd and f).

Option 1-3
If options 1-1 and 1-2 do not hold, we add an informational message that we do no further checking for
this layout reference.

Option 2

If md.name is “inflate”, we have a more complex situation since we are inflating the layout into a
variable instead of setting it for the class we are in. There are also two different inflate methods
depending on the target, so we have two inner options again.

Option 2-1
If

e the md.abstractTypeDeclaration is of type ClassDeclaration (called cd)

e “Get Fully Qualified Name”(with cd) is “android.view.View”

then we have found an interesting method declaration which inflates a layout into a variable. We still
need to check whether the parameter of this method call carries a readable layout identifier for us. This
is the case if

e there are at least two arguments (count of mi.arguments is >=2),
e the second of which (mi.arguments[1]) is of type SingleVariableAccess (called acc),
e acc.qualifier.type is a ClassDeclaration with a name of “layout”, and
e acc.qualifier.qualifier.type is a ClassDeclaration with a name of “R”.
The “layoutname” we were looking for is acc.variable.name.

Option 2-2
If

e the type in which this method is declared (md.abstractTypeDeclaration) is of type
ClassDeclaration (called cd) and

e “Get Fully Qualified Name” (with cd) is “android.view.LayoutInflater”.
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then we have another situation in which we inflate a layout into a variable. We still need to check
whether the parameter of this method call carries a readable layout identifier for us. This is the case if

e there is at least one argument (count of mi.arguments is >=1),

e the first of which (mi.arguments[0]) is of type SingleVariableAccess (called acc),
e acc.qualifier.type is a ClassDeclaration with a name of “layout”, and

e acc.qualifier.qualifier.type is a ClassDeclaration with a name of “R”.

The “layoutname” we were looking for is acc.variable.name.

We are back from Options 2-1 and 2-2 and continue with our newly found “layoutname”. If we have not
found such a “layoutname”, we issue a warning message.

Now, we again want to find a LayoutFile in Android with the same name (+”.xml”) as the “layoutname”
identified above. We use “Finding a Layout given a Name” (with layoutname) to look for this LayoutFile f.

If we have found one, we link mi and f (“Referenced Layout”).
Else, we report an error for mi (“Referenced Layout Not Found”).

Different from “setContentView”, the “inflate” methods return an element which is the inflated layout
from the given LayoutFile. Future “findViewByID” methods are called on this element if it is assigned to a
variable (the common use case). Thus, to check for correctness of widget retrievals, we need to first
identify the variable the element is assigned to, and then continue checking method invocations on this
variable.

Thus, firstly, we check whether the returning element is assigned to anything at all.

Option 2-3
If “Parent” (with mi) is an instance of VariableDeclaration d, we directly use d.

Option 2-4
If “Parent” (with mi) is an instance of Assignment a, we check whether a.leftHandside is a
SingleVariableAccess sva. If so, we use d from sva.variable.

Option 2-5
If “Parent” (with mi) is instance of CastExpression ce ,we have a cast in-between invocation and
assignment, and we check “Parent”(with ce). This parent element is either

Option 1: directly a VariableDeclaration (and thus d), or

Option 2: again be a SingleVariableAccess (as in 2-4), then d is found in sva.variable.

If we have not found a d, we cannot do any further checking for this link. This is worth an informational
message.

Otherwise, we link LayoutFile f and VariableDeclaration d (“Referenced Layout”), and we continue to

e “Checking Widget References to Widgets in a Layout” (with d and f).
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Finding a Layout given a Name

This section describes how to find an Android layout (file) given a layoutname.
We try to find a LayoutFile f in the Android model such that:

e f.parentDirectory points to an XLLFolder d whose name property equals “layout”,

e and if d again has a d.parentDirectory pointing to an XLLFolder d2 which has a name property of

e and f.name has a value equal to the concatenation of the layoutname + “.xml”
..we return f. Else we return false (which will result in a missing link).

Checking Widget References to Widgets in a Layout

This section describes how to link widget references (as created by a MethodInvocation to the
findViewByld method).

As context for this check, we have a) either a ClassDeclaration cd or a VariableDeclaration d — as
indicated by the linked element for the LayoutFile — and b) the LayoutFile f itself. The idea is that the

“findViewByld” method is called either inside the class cd (on “this”) or on the variable declared in d.

For each MethodInvocation mi in the model:

mi.method.name must be equal to “findViewByld”, else the mi is ignored.

Option 1

If we have a ClassDeclaration cd as context:
e Either
O Option 1: mi.expression is not set, or
0 Option 2: mi.expression is set to an instance of ThisExpression

e “Is Transitive Parent” (for mi and cd) is true

Option 2

If we have a VariableDeclaration d as context:
e mi.expression property leads to a SingleVariableAccess artifact sva with

e sva.variable set to d.

Back from the two options, we continue with a so-found MethodInvocations mi as follows:
We have to first check whether they make use of a readable widget identifier. This is the case if
e there is one argument (count of mi.arguments is == 1),

e this argument (mi.arguments[0]) is of type SingleVariableAccess (called acc)),
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e acc.qualifier.type is a ClassDeclaration with a name of “id”, and
e acc.qualifier.qualifier.type is a ClassDeclaration with a name of “R”.
The “widgetid” we were looking for is acc.variable.name.

If we cannot find a readable identifier we issue a warning message (“No readable widget id”), and
cannot continue checking this mi. Else, we go checking whether the link is correct. This consists of two
steps.

First, the referenced widget must be actually there in the linked layout file, which is, despite code
generation of the R file, not necessarily true. Thus, we try to find a AView w instance such that

e “Is Transitive Parent” (for w and f) is true

e The value in w.id matches the “widgetid” defined above

If we find such a w, we link it to the mi (“Referenced Widget”).
Else, we report an error for this mi (“Referenced Widget Not Found In This Layout”).

Second, if the widget retrieved via findViewByld is cast and assigned to a variable, it must have the right
(Java) type for this operation to succeed, which is also not checked by Android before runtime.

Thus, we check again whether and where the return element of this mi is assigned to. This is the same
check as above for “setContentView”:

Option 2-1
If “Parent” (with mi) is an instance of VariableDeclaration d, we directly use d.

Option 2-2
If “Parent” (with mi) is an instance of Assignment a, we check whether a.leftHandside is a
SingleVariableAccess sva. If so, we use d from sva.variable.

Option 2-3
If “Parent” (with mi) is instance of CastExpression ce ,we have a cast in-between invocation and
assignment, and we check “Parent” (with ce). This parent element is either

Option 1: directly a VariableDeclaration (and thus d), or

Option 2: an Assignment a; if a.lefthandside is a SingleVariableAccess sva, then d is found in sva.variable.

If we have not found a d, we cannot do any further checking for this link. We issue an informational
report (“No variable for this widget reference”). Otherwise, get the type t of d:

Option 2-4
t instanceof VariableDeclarationFragment: the type is in t.variablesContainer.type.type;

Option 2-5
t instanceof SingleVariableDeclaration: the type is in t.type.type.

Besides this type, we also require the type of the widget. There are two options:
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Option 2-6
w is an instance of ACustomView. In this case the fully qualified name of the custom type resides in the
class property (as qualifiedName).

Option2-7

Else: In this case it is one of the standard Android types (e.g.an AEditText artifact would link to
android.widget.EditText) and we get the well-known type out of the Android documentation table as
qualifiedName.

In either case, we get a string (qualifiedName) with the fully qualified name of the expected type. We can
thus check that “Subtyping” holds true (with t and qt), where qt is “Get Type For Name” (with this
qualifiedName)

If this is the case, we are satisfied (no linking required). We add an informational message to this effect.
If this is not the case, we report an error for d (“Wrong type for linked widget”).

Parent

Given an object obj in one of the language models:

In EMF, the parent always resides in the eContainer property, which is non-null except for the root
element. Thus, return obj.eContainer.

Get Fully Qualified Name

Given a TypeDeclaration t:
To find the fully qualified name of a type, we take the string from the name property of t.

Option 1: If t.package is set and points to a PackageDeclaration d, we prefix the string with “.” and the
string in name of t.package. We recursively continue with d.package, prefixing names with “.”, until we
reach the top (i.e. .package is not set)

Option 22: Else we directly return the string from the name property.

Subtyping

Given two Type instances sub and super:

Return true if sub is a subtype (or the same type) as super. Thus, if sub==super, return true. Else, repeat
recursively for

e Option 1: sub.superClass, or, if not successful,
e Option 2: for all elements in t.superinterfaces.

If all fails, report false.

Get First Parent of Type

Given are:

e an arbitrary Object obj from one of the languages
e a Metaclass instance mclass from one of the languages
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Now, recursively go through “Parent” (with obj) to the parent, etc., until either the parent is not set or is

an instance of mclass.

Is Transitive Parent

Given are two Objects this and possibleParent.
Repeat “Parent” (with this) until the parent is either null or possibleParent. Return false or true.

Get Type For Name

Given a fully qualified name in a String s:

Find a TypeDeclaration t in the Java model where the name reported by “Get Fully Qualified Name”(for t)

matches s.
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